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Abstract—Cheating is one of the biggest and constant problems in MMOGs. Games with high frequency of cheating will surely lose its appeal to genuine players who want to play the game. This is the reason why game provider these days put cheating prevention as one of the top priorities. Bot is just one way of cheating, but very efficient one. There are various methods to prevent cheating using bot. In this paper, we examine the potential of Artificial Neural Network (ANN) to detect and recognize bot from human players. We start with the assumption that one bot always acts in the similar pattern in gameplay. Meanwhile, it is much more rarer to see 2 players with similar gameplay pattern. The result of our experiment supports our initial hypothesis with the potential for future research in order to get better results.

Index Terms—Cheating, Bot, multiplayer online games, Artificial Neural Network.

I. INTRODUCTION

Multiplayer Game is one type of games that allow player to play with other players in the same game. These days, there are multiplayer games that attract a large number of players and they are called Massively Multiplayer Online Games (MMOG). One of the common problems in MMOGs is the use of bot to cheat. Bot is a popular way of cheating in MMOGs which unlike other types of cheating, it does not involve the attempt to change game state where it violates game mechanics. Cheating using bot is more difficult to detect compared to other types of cheating because it does not make illegal changes according to most of game mechanics.

This paper summarizes our research to detect the usage of bot in MMOG using Artificial Neural Network (ANN). In our research, we experimented with 2 types of recognition tasks: bot movement and bot action patterns. We found that given sufficient training data, ANN could theoretically recognize a bot in MMOG by checking its pattern of movement or action. In practice, our bot detection system can suggest potential cheating players in MMOGs and leave further judgment to human administrator.

II. RELATED WORK

There are many ways to cheat in MMOGs as explained and classified by [1], which includes the use of bot. Commonly, a player needs to run the bot program along with the game. It is possible to counter the cheat by detecting if such programs are running in the player’s PC or game console. Punkbuster [2] is an example of such countermeasures program.

Another popular method to detect bot players is CAPTCHA. However, it is possible to implement automatic character recognition within the bot, making CAPTCHA inefficient. Research by [3], [4] suggest variations in CAPTCHA system in order to improve it and making CAPTCHA more difficult for bot to evade or trick. Other popular methods of detecting bot in MMOGs include: [5]–[9] where they perform statistical operations to detect bot presence. Meanwhile, the use of ANN in cheat detection is still in early stage with one recent work by [10]. They propose the use of ANN to detect cheating in player’s movement speed with very low false-positive recognition rate.

Our mechanism is highly influenced by [11], where they use ANN for dead reckoning. Their ANN takes previous coordinates as input and produces predicted coordinate as output. Meanwhile, our system takes previous coordinates as input and produces an index that signifies the possibility of bot usage.

III. ANN FOR CHEATING DETECTION

To obtain the input of ANN, first we look into the category of bot based on the activity. We have 2 categories of bot activity: moving (Type 1) and action (Type 2). For Type 1, we choose to use spatial properties of a player such as its coordinates (x, y, z) and movement speed (v). For action type, we observe a general pattern of action performed by a bot. For example, a bot in the game World of Warcraft may follow the same pattern for its actions. One way to illustrate those action sequences is by using Finite State Machine (FSM). Each state represents an action where state 1 is the idle state. State 2 is when a bot is engaging the enemy. State 3 when a bot is fleeing from an enemy and state 4 is when a bot is moving around in the game world.

We obtain our training data for Type 1 by extracting them from recorded bot movement of the game Quake 2. With the recorded movement data, we get the sequence of bot movement coordinates. The features we extract are the yaw (ϕ), pitch (θ) and bot movement speed (v). For Type 2, we simulated player input data based on the state machine described above. We programmed our bot action simulator...
to produce random sequence with probability for state 1-2-3-4 as 15%-20%-5%-60%. The result of simulator is a vector \( a_i^2 \), where \( a_i^2 \in x = 1..4 \). For the configuration of ANN, we created 2 different configurations based on trial and error method. Both ANN uses Multi-Layer Perceptron architecture and Resilient Propagation as their learning algorithm. The output for ANN Type 1 (\( \lambda_1 \)) and ANN Type 2 (\( \lambda_2 \)) are what we call confidence level for each type and the values are between 0 to 1. The value 0 signifies big error and it indicates a large possibility that the current player is a human. Consequently, when the output value is closer to 1, it means the recognition error is low and that indicates that the current player is a bot. Figure 1 describes the general process of our bot detection system.

IV. EXPERIMENT RESULT

For ANN Type 1, we experimented with 2 different bots from the game Quake 2: Gladiator bot and Reaper bot. We used the movement data of Gladiator bot for ANN training and movement data of Reaper bot for cross-reference. From our experiment, we receive the following results:

- With valid training data and valid input, our ANN Type 1 produces output above 0.8 throughout game session regardless of the fluctuation of \( \lambda_1 \).
- When fully trained using data produced by Gladiator bot, \( \lambda_1 \) is always below 0.27 when we use the input generated by Reaper bot.
- The accuracy of both types degrades significantly during simulated packet loss. When there is only 1 packet loss, it does not affect the output. However, if packet loss is frequent, the disruption in input sequence causes the pattern to break.

V. CONCLUSION

Based on our experiment result, we conclude that ANN has the potential to aid game administrator to detect bot. It strictly needs valid and proper training and input data in order to perform in adequate level which severely restricts its application. Furthermore, latency and packet loss could affect the accuracy significantly. As a result, ANN can be used to provide additional filter for cheater, not as a standalone solution. Finally, ANN is still an ongoing research field and we have an ongoing research to find an efficient ANN construction method that can be used against various bots. Also, with the experiment of Type 2, we are convinced that ANN could be used to detect other type of cheating. However, different type of cheating requires completely different ANN model.
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